# Uključivanje CSS-a u angular projekat

Da bi uključio više CSS fajlova u tvoju Angular aplikaciju i organizovao stilove kroz različite komponente ili module, možeš koristiti nekoliko pristupa, zavisno od potreba.

## Globalni stilovi (Zajednički CSS)

Ako želiš da uključiš neke CSS fajlove globalno (dostupne svim komponentama), možeš ih povezati u angular.json fajlu unutar niza "styles". Evo kako:

1. **Otvori angular.json**: Pronađi niz "styles" u sekciji opcija za build.
2. **Dodaj svoje globalne CSS fajlove**: Ako želiš da uključiš zajednički CSS fajl (npr. shared-style.css iz tvog src/app/css/ foldera), možeš ga dodati ovako:

json

Copy code

{

...

"styles": [

"src/styles.css",

"src/app/css/shared-style.css"

],

...

}

Ovim ćeš uključiti shared-style.css globalno u Angular aplikaciji, primenjujući stilove svuda.

## Stilovi na nivou komponente

Svaka komponenta ima svoj .css fajl (npr. app.component.css), i Angular podrazumevano enkapsulira te stilove samo za tu komponentu. Ako želiš da se specifični stilovi primene samo na određenu komponentu:

* Možeš definisati stilove direktno unutar CSS fajla te komponente, kao što je app.component.css ili bilo koja druga komponenta.

## Importovanje CSS fajla u komponentu

Takođe možeš importovati druge CSS fajlove unutar CSS fajla komponente koristeći standardno pravilo @import.

Na primer, u tvom app.component.css fajlu možeš importovati neki drugi CSS fajl:

css

Copy code

@import './css/shared-style.css';

Ovo će povući zajedničke stilove direktno u tu komponentu.

## Moduli funkcionalnosti i lokalizovani stilovi

Ako imaš modul funkcionalnosti, možeš takođe upravljati stilovima specifičnim za taj modul tako što ćeš CSS fajlove uključiti u komponente tog modula ili ih dodati u stilove specifične za modul u angular.json ili koristiti @import u stylesheetu tog modula.

## Zaključak

* Za **globalne stilove**, dodaj putanju CSS fajla u niz "styles" u angular.json.
* Za **stilove specifične za komponentu**, možeš ili uređivati CSS fajl svake komponente ili koristiti @import unutar CSS fajla komponente.

# Kakva je razlika između ukljucivanja css preko angular.json styles array i preko index.html

<link href="/css/shared-style.css" rel="stylesheet" />

<link href="/css/1header.css" rel="stylesheet" />

<link href="/css/2search.css" rel="stylesheet" />

<link href="/css/3offers.css" rel="stylesheet" />

<link href="/css/4details.css" rel="stylesheet" />
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Razlika između uključivanja CSS fajlova preko index.html koristeći <link> tagove i dodavanja fajlova u "styles" array u angular.json leži u načinu na koji Angular upravlja tim stilovima i kako se oni uključuju u proces buildanja aplikacije.

**1. Uključivanje CSS fajlova u index.html**

Kada uključiš CSS fajlove preko <link> tagova u index.html, ovako:

html

Copy code

<link href="/css/shared-style.css" rel="stylesheet" />

<link href="/css/1header.css" rel="stylesheet" />

...

**Ključne karakteristike ovog pristupa:**

* **Direktno referenciranje**: Fajlovi se referenciraju direktno iz HTML-a, i Angular ih ne obrađuje posebno prilikom builda. Oni se jednostavno učitavaju kao statički resursi kada korisnik pristupi stranici.
* **Pozicioniranje fajlova**: Fajlovi moraju biti smješteni u assets ili u public folderu, ili na nekoj drugoj dostupnoj lokaciji izvan Angular build procesa, jer Angular neće upravljati tim fajlovima (neće biti minifikacije, optimizacije ili verzioniranja).
* **Nema optimizacije**: Fajlovi se neće automatski minifikovati, bundleovati (spajati u jedan fajl), ili verzionisati kao što bi to bilo kada ih Angular obrađuje putem build procesa.
* **Dinamika**: CSS fajlovi su dostupni svim stranicama i komponentama automatski bez dodatne enkapsulacije. Stilovi se primenjuju globalno, što može dovesti do nepoželjnih efekata kada koristiš stilove koji bi trebali biti lokalizovani za određene komponente.

**Kada koristiti ovaj pristup?**

* **Jednostavni statički stilovi**: Kada ti treba da dodaješ vanjske CSS fajlove koji nisu dio Angular aplikacije (npr. neki CDN stilovi ili stilovi koje ne želiš da Angular upravlja kroz build).
* **Brze izmjene**: Ako trebaš da uradiš brzu izmjenu bez ponovnog buildanja aplikacije, CSS stilovi koji su u index.html će biti učitani bez čekanja na Angular build.

**2. Dodavanje CSS fajlova u angular.json**

Kada dodaš CSS fajlove u "styles" array u angular.json, ovako:

json

Copy code

{

...

"styles": [

"src/styles.css",

"src/app/css/shared-style.css",

"src/app/css/1header.css",

...

],

...

}

**Ključne karakteristike ovog pristupa:**

* **Build proces**: Angular koristi ove fajlove tokom build procesa. To znači da će svi CSS fajlovi koji su uključeni u "styles" biti obrađeni, minifikovani, i spakovani u jedan ili više fajlova, što omogućava optimizaciju performansi.
* **Automatsko dodavanje**: Ne moraš ručno dodavati linkove u index.html; Angular automatski uključuje ove fajlove u krajnji HTML fajl prilikom generisanja aplikacije.
* **Verzionisanje i optimizacija**: Angular obavlja verzionisanje fajlova kada se promijene, što omogućava bolje keširanje kod krajnjih korisnika.
* **Encapsulation (Enkapsulacija)**: Stilovi dodani preko angular.json su tretirani globalno, slično kao kod index.html, ali Angular može bolje kontrolisati njihov uticaj na performanse.

**Kada koristiti ovaj pristup?**

* **Globalni stilovi**: Kada želiš da tvoj CSS bude dio Angular build procesa i da se primenjuje globalno u aplikaciji.
* **Optimizacija performansi**: Kada želiš da Angular minifikuje, bundluje i upravlja tvojim CSS-om, što je korisno kod većih aplikacija.
* **Keširanje**: Angular verzionira CSS fajlove prilikom builda, pa korisnici uvijek dobijaju osvježene verzije ako se fajl promijenio.

**Koji pristup odabrati?**

* **Ako ti treba više fleksibilnosti i dinamičkog upravljanja stilovima**, ili trebaš brzo da dodaš ili ukloniš fajl bez buildanja aplikacije svaki put, onda koristi **index.html** sa <link> tagovima.
* **Ako ti je stalo do performansi i želiš da Angular obrađuje tvoje stilove tokom build procesa (minifikacija, bundle, verzionisanje)**, tada koristi **angular.json** i dodaj CSS fajlove u "styles" array.
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**You said:**

# Više informacija o verzioniranju koje je navedeno u prethodnog odgovoru
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Verzionisanje u kontekstu Angular aplikacija se odnosi na način na koji se Angular build proces bavi statičkim fajlovima (kao što su CSS i JavaScript) kako bi optimizovao performanse i upravljao keširanjem na strani klijenta. Angular koristi **hash verzionisanje** za statičke resurse, što omogućava keširanje, a istovremeno garantuje da korisnici uvijek dobiju najnoviju verziju fajlova kada su oni promijenjeni.

**Kako verzionisanje funkcioniše?**

Kada dodaš CSS ili JavaScript fajl u "styles" ili "scripts" niz u angular.json i pokreneš build proces (ng build), Angular automatski kreira hash verziju tih fajlova. Evo kako taj proces funkcioniše:

1. **Kreiranje hasha**: Prilikom builda, Angular uzima sadržaj CSS ili JavaScript fajla i kreira hash (jedinstveni identifikator) na osnovu sadržaja fajla. Ako se sadržaj fajla promijeni, hash se automatski promijeni.
2. **Generisanje naziva fajlova**: Nakon što Angular generiše hash, taj hash se dodaje u naziv fajla. Na primjer, ako imaš fajl styles.css, nakon builda će taj fajl dobiti ime nešto poput styles.9f8d1234.css. Ovaj hash (9f8d1234) se mijenja samo ako se sadržaj fajla promijeni. Ako se sadržaj ne promijeni, hash ostaje isti.
3. **Uključivanje u index.html**: Angular automatski ažurira <link> i <script> tagove u generisanom index.html fajlu kako bi se referencirali fajlovi s hashiranim imenima. Na primjer, umjesto ovog:

html

Copy code

<link rel="stylesheet" href="styles.css">

Generisani index.html će imati nešto poput ovoga:

html

Copy code

<link rel="stylesheet" href="styles.9f8d1234.css">

1. **Keširanje i invalidacija**:
   * **Efikasno keširanje**: Preglednici obično keširaju CSS i JavaScript fajlove kako bi ubrzali učitavanje stranice. Ako naziv fajla ostane isti, preglednik može koristiti staru keširanu verziju fajla čak i kada su promjene napravljene u fajlu.
   * **Keš invalidacija**: Hash verzionisanje rješava ovaj problem tako što mijenja ime fajla svaki put kada se sadržaj promijeni. To znači da će, ako promijeniš sadržaj CSS fajla, hash biti drugačiji, a naziv fajla će se promijeniti. Preglednici će tada preuzeti novi fajl jer prepoznaju novi naziv fajla i neće koristiti keširanu verziju.

**Prednosti verzionisanja**

1. **Bolje keširanje**: Verzije CSS i JavaScript fajlova sa hashom omogućavaju dugotrajno keširanje na strani klijenta. Preglednici mogu keširati ove fajlove na duži vremenski period jer su hashovi jedinstveni i promijene se samo kad se sadržaj fajla promijeni.
2. **Keš invalidacija bez manualne intervencije**: Ne moraš brinuti o tome da li korisnici koriste zastarjele verzije CSS-a ili JavaScript-a. Kada se sadržaj promijeni, hash se automatski mijenja, i korisnici automatski dobiju najnoviju verziju fajla.
3. **Optimizacija performansi**: Hash verzionisanje u kombinaciji sa keširanjem omogućava brže učitavanje aplikacija jer preglednici mogu brzo pristupiti keširanim verzijama resursa.
4. **Jednostavno upravljanje statičkim resursima**: Angular radi sve automatski tokom build procesa. Ne moraš ručno pratiti promjene u CSS ili JavaScript fajlovima ili brinuti o tome kako ih distribuirati.

**Kada Angular koristi verzionisanje?**

Verzionisanje se dešava kada pokreneš build komandu sa opcijom za produkciju, tj. kada koristiš komandu:

bash

Copy code

ng build --prod

Angular tada:

* Minifikuje CSS i JS fajlove.
* Bundle-uje (spaja) resurse kako bi smanjio broj HTTP zahtjeva.
* Dodaje hash verzionisanje na osnovu sadržaja fajlova.

**Da li verzionisanje funkcioniše u razvoju (development)?**

Verzionisanje resursa se po defaultu dešava samo tokom produkcijskog builda, tj. kada koristiš --prod flag. U razvojnom režimu (ng serve), hash verzionisanje nije omogućeno, jer Angular pretpostavlja da često praviš promjene i ne želiš da preglednik kešira resurse.

**Zaključak:**

Verzionisanje putem Angular build procesa koristi hash kako bi garantovao da će korisnici uvijek dobiti najnoviju verziju fajla kada se sadržaj promijeni, dok istovremeno omogućava dugotrajno keširanje za statičke resurse koji se ne mijenjaju često. Ovo značajno poboljšava performanse i korisničko iskustvo, posebno kod velikih aplikacija.